> setwd('C:/Rdirectory/data\_mining/data\_mining\_covid');

> covid\_train = read.csv("covid\_train.csv", header=T);

> covid\_train$sex = as.factor(covid\_train$sex);

> covid\_train$patient\_type = as.factor(covid\_train$patient\_type);

> covid\_train$pneumonia = as.factor(covid\_train$pneumonia);

> covid\_train$age = as.numeric(covid\_train$age);

> covid\_train$diabetes = as.factor(covid\_train$diabetes);

> covid\_train$copd = as.factor(covid\_train$copd);

> covid\_train$asthma = as.factor(covid\_train$asthma);

> covid\_train$inmsupr = as.factor(covid\_train$inmsupr);

> covid\_train$hypertension = as.factor(covid\_train$hypertension);

> covid\_train$other\_disease = as.factor(covid\_train$other\_disease);

> covid\_train$cardiovascular = as.factor(covid\_train$cardiovascular);

> covid\_train$obesity = as.factor(covid\_train$obesity);

> covid\_train$renal\_chronic = as.factor(covid\_train$renal\_chronic);

> covid\_train$tobacco = as.factor(covid\_train$tobacco);

> covid\_train$contact\_other\_covid = as.factor(covid\_train$contact\_other\_covid);

> covid\_train$is\_dead = as.factor(covid\_train$is\_dead);

> str(covid\_train);

'data.frame': 32356 obs. of 16 variables:

$ sex : Factor w/ 1 level "1": 1 1 1 1 1 1 1 1 1 1 ...

$ patient\_type : Factor w/ 1 level "2": 1 1 1 1 1 1 1 1 1 1 ...

$ pneumonia : Factor w/ 2 levels "1","2": 2 2 1 1 1 2 1 1 1 2 ...

$ age : num 25 52 51 67 59 52 54 78 80 40 ...

$ diabetes : Factor w/ 2 levels "1","2": 2 2 2 1 1 1 2 2 1 2 ...

$ copd : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ asthma : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ inmsupr : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ hypertension : Factor w/ 2 levels "1","2": 2 2 2 1 2 1 2 1 1 2 ...

$ other\_disease : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ cardiovascular : Factor w/ 2 levels "1","2": 2 2 2 2 2 1 2 2 2 2 ...

$ obesity : Factor w/ 2 levels "1","2": 2 1 2 1 2 2 2 1 1 2 ...

$ renal\_chronic : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ tobacco : Factor w/ 2 levels "1","2": 2 1 2 2 2 2 2 2 2 2 ...

$ contact\_other\_covid: Factor w/ 2 levels "1","2": 1 1 1 1 1 2 2 1 1 2 ...

$ is\_dead : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 1 2 2 ...

> head(covid\_train);

sex patient\_type pneumonia age diabetes copd asthma inmsupr hypertension other\_disease cardiovascular obesity renal\_chronic

1 1 2 2 25 2 2 2 2 2 2 2 2 2

2 1 2 2 52 2 2 2 2 2 2 2 1 2

3 1 2 1 51 2 2 2 2 2 2 2 2 2

4 1 2 1 67 1 2 2 2 1 2 2 1 2

5 1 2 1 59 1 2 2 2 2 2 2 2 2

6 1 2 2 52 1 2 2 2 1 2 1 2 2

tobacco contact\_other\_covid is\_dead

1 2 1 2

2 1 1 2

3 2 1 2

4 2 1 2

5 2 1 2

6 2 2 2

> covid\_test = read.csv("covid\_test.csv", header=T);

> covid\_test$sex = as.factor(covid\_test$sex);

> covid\_test$patient\_type = as.factor(covid\_test$patient\_type);

> covid\_test$pneumonia = as.factor(covid\_test$pneumonia);

> covid\_test$age = as.numeric(covid\_test$age);

> covid\_test$diabetes = as.factor(covid\_test$diabetes);

> covid\_test$copd = as.factor(covid\_test$copd);

> covid\_test$asthma = as.factor(covid\_test$asthma);

> covid\_test$inmsupr = as.factor(covid\_test$inmsupr);

> covid\_test$hypertension = as.factor(covid\_test$hypertension);

> covid\_test$other\_disease = as.factor(covid\_test$other\_disease);

> covid\_test$cardiovascular = as.factor(covid\_test$cardiovascular);

> covid\_test$obesity = as.factor(covid\_test$obesity);

> covid\_test$renal\_chronic = as.factor(covid\_test$renal\_chronic);

> covid\_test$tobacco = as.factor(covid\_test$tobacco);

> covid\_test$contact\_other\_covid = as.factor(covid\_test$contact\_other\_covid);

> covid\_test$is\_dead = as.factor(covid\_test$is\_dead);

> str(covid\_test);

'data.frame': 5920 obs. of 16 variables:

$ sex : Factor w/ 1 level "1": 1 1 1 1 1 1 1 1 1 1 ...

$ patient\_type : Factor w/ 1 level "2": 1 1 1 1 1 1 1 1 1 1 ...

$ pneumonia : Factor w/ 2 levels "1","2": 2 2 1 1 1 1 2 2 2 1 ...

$ age : num 52 36 0 85 75 19 46 60 62 39 ...

$ diabetes : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 1 2 ...

$ copd : Factor w/ 2 levels "1","2": 2 2 2 1 2 2 2 2 2 2 ...

$ asthma : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ inmsupr : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ hypertension : Factor w/ 2 levels "1","2": 2 2 2 1 1 2 2 2 2 1 ...

$ other\_disease : Factor w/ 2 levels "1","2": 1 2 2 2 2 2 2 2 2 2 ...

$ cardiovascular : Factor w/ 2 levels "1","2": 2 2 2 1 2 2 2 2 2 2 ...

$ obesity : Factor w/ 2 levels "1","2": 2 2 2 1 2 2 2 2 2 2 ...

$ renal\_chronic : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ tobacco : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ contact\_other\_covid: Factor w/ 2 levels "1","2": 2 2 2 2 2 2 1 2 2 2 ...

$ is\_dead : Factor w/ 2 levels "1","2": 2 2 1 2 2 2 2 2 2 2 ...

> head(covid\_test);

sex patient\_type pneumonia age diabetes copd asthma inmsupr hypertension other\_disease cardiovascular obesity renal\_chronic

1 1 2 2 52 2 2 2 2 2 1 2 2 2

2 1 2 2 36 2 2 2 2 2 2 2 2 2

3 1 2 1 0 2 2 2 2 2 2 2 2 2

4 1 2 1 85 2 1 2 2 1 2 1 1 2

5 1 2 1 75 2 2 2 2 1 2 2 2 2

6 1 2 1 19 2 2 2 2 2 2 2 2 2

tobacco contact\_other\_covid is\_dead

1 2 2 2

2 2 2 2

3 2 2 1

4 2 2 2

5 2 2 2

6 2 2 2

> covid\_dead\_train = read.csv("covid\_dead\_train.csv", header=T);

> covid\_dead\_train$sex = as.factor(covid\_dead\_train$sex);

> covid\_dead\_train$patient\_type = as.factor(covid\_dead\_train$patient\_type);

> covid\_dead\_train$pneumonia = as.factor(covid\_dead\_train$pneumonia);

> covid\_dead\_train$age = as.numeric(covid\_dead\_train$age);

> covid\_dead\_train$diabetes = as.factor(covid\_dead\_train$diabetes);

> covid\_dead\_train$copd = as.factor(covid\_dead\_train$copd);

> covid\_dead\_train$asthma = as.factor(covid\_dead\_train$asthma);

> covid\_dead\_train$inmsupr = as.factor(covid\_dead\_train$inmsupr);

> covid\_dead\_train$hypertension = as.factor(covid\_dead\_train$hypertension);

> covid\_dead\_train$other\_disease = as.factor(covid\_dead\_train$other\_disease);

> covid\_dead\_train$cardiovascular = as.factor(covid\_dead\_train$cardiovascular);

> covid\_dead\_train$obesity = as.factor(covid\_dead\_train$obesity);

> covid\_dead\_train$renal\_chronic = as.factor(covid\_dead\_train$renal\_chronic);

> covid\_dead\_train$tobacco = as.factor(covid\_dead\_train$tobacco);

> covid\_dead\_train$contact\_other\_covid = as.factor(covid\_dead\_train$contact\_other\_covid);

> covid\_dead\_train$day\_cnt = as.numeric(covid\_dead\_train$day\_cnt);

> str(covid\_dead\_train);

'data.frame': 3600 obs. of 16 variables:

$ sex : Factor w/ 1 level "1": 1 1 1 1 1 1 1 1 1 1 ...

$ patient\_type : Factor w/ 1 level "2": 1 1 1 1 1 1 1 1 1 1 ...

$ pneumonia : Factor w/ 2 levels "1","2": 1 1 2 1 1 1 1 1 1 2 ...

$ age : num 78 65 58 78 92 70 71 65 56 72 ...

$ diabetes : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 1 1 2 2 ...

$ copd : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 1 2 2 2 ...

$ asthma : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ inmsupr : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ hypertension : Factor w/ 2 levels "1","2": 1 2 2 2 1 2 1 1 2 1 ...

$ other\_disease : Factor w/ 2 levels "1","2": 2 2 1 2 2 2 2 2 2 2 ...

$ cardiovascular : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ obesity : Factor w/ 2 levels "1","2": 1 1 2 1 2 1 1 1 2 2 ...

$ renal\_chronic : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 1 ...

$ tobacco : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 1 2 2 2 ...

$ contact\_other\_covid: Factor w/ 2 levels "1","2": 1 2 1 1 2 2 1 2 2 2 ...

$ day\_cnt : num 10 7 1 6 3 16 21 14 30 20 ...

> head(covid\_dead\_train);

sex patient\_type pneumonia age diabetes copd asthma inmsupr hypertension other\_disease cardiovascular obesity renal\_chronic

1 1 2 1 78 2 2 2 2 1 2 2 1 2

2 1 2 1 65 2 2 2 2 2 2 2 1 2

3 1 2 2 58 2 2 2 2 2 1 2 2 2

4 1 2 1 78 2 2 2 2 2 2 2 1 2

5 1 2 1 92 2 2 2 2 1 2 2 2 2

6 1 2 1 70 2 2 2 2 2 2 2 1 2

tobacco contact\_other\_covid day\_cnt

1 2 1 10

2 2 2 7

3 2 1 1

4 2 1 6

5 2 2 3

6 2 2 16

> covid\_dead\_test = read.csv("covid\_dead\_test.csv", header=T);

> covid\_dead\_test$sex = as.factor(covid\_dead\_test$sex);

> covid\_dead\_test$patient\_type = as.factor(covid\_dead\_test$patient\_type);

> covid\_dead\_test$pneumonia = as.factor(covid\_dead\_test$pneumonia);

> covid\_dead\_test$age = as.numeric(covid\_dead\_test$age);

> covid\_dead\_test$diabetes = as.factor(covid\_dead\_test$diabetes);

> covid\_dead\_test$copd = as.factor(covid\_dead\_test$copd);

> covid\_dead\_test$asthma = as.factor(covid\_dead\_test$asthma);

> covid\_dead\_test$inmsupr = as.factor(covid\_dead\_test$inmsupr);

> covid\_dead\_test$hypertension = as.factor(covid\_dead\_test$hypertension);

> covid\_dead\_test$other\_disease = as.factor(covid\_dead\_test$other\_disease);

> covid\_dead\_test$cardiovascular = as.factor(covid\_dead\_test$cardiovascular);

> covid\_dead\_test$obesity = as.factor(covid\_dead\_test$obesity);

> covid\_dead\_test$renal\_chronic = as.factor(covid\_dead\_test$renal\_chronic);

> covid\_dead\_test$tobacco = as.factor(covid\_dead\_test$tobacco);

> covid\_dead\_test$contact\_other\_covid = as.factor(covid\_dead\_test$contact\_other\_covid);

> covid\_dead\_test$day\_cnt = as.numeric(covid\_dead\_test$day\_cnt);

> str(covid\_dead\_test);

'data.frame': 420 obs. of 16 variables:

$ sex : Factor w/ 1 level "1": 1 1 1 1 1 1 1 1 1 1 ...

$ patient\_type : Factor w/ 1 level "2": 1 1 1 1 1 1 1 1 1 1 ...

$ pneumonia : Factor w/ 2 levels "1","2": 1 1 1 1 1 1 1 1 1 1 ...

$ age : num 66 68 49 61 47 56 68 72 78 64 ...

$ diabetes : Factor w/ 2 levels "1","2": 1 2 2 1 1 2 1 1 1 1 ...

$ copd : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 1 2 2 ...

$ asthma : Factor w/ 2 levels "1","2": 2 2 2 2 1 2 2 2 2 2 ...

$ inmsupr : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ hypertension : Factor w/ 2 levels "1","2": 1 2 2 1 2 2 1 1 2 2 ...

$ other\_disease : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ cardiovascular : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ obesity : Factor w/ 2 levels "1","2": 1 2 1 2 2 2 1 1 1 2 ...

$ renal\_chronic : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ tobacco : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ contact\_other\_covid: Factor w/ 2 levels "1","2": 1 2 2 2 2 2 2 2 2 2 ...

$ day\_cnt : num 3 5 16 4 18 10 9 6 6 8 ...

> head(covid\_dead\_test);

sex patient\_type pneumonia age diabetes copd asthma inmsupr hypertension other\_disease cardiovascular obesity renal\_chronic

1 1 2 1 66 1 2 2 2 1 2 2 1 2

2 1 2 1 68 2 2 2 2 2 2 2 2 2

3 1 2 1 49 2 2 2 2 2 2 2 1 2

4 1 2 1 61 1 2 2 2 1 2 2 2 2

5 1 2 1 47 1 2 1 2 2 2 2 2 2

6 1 2 1 56 2 2 2 2 2 2 2 2 2

tobacco contact\_other\_covid day\_cnt

1 2 1 3

2 2 2 5

3 2 2 16

4 2 2 4

5 2 2 18

6 2 2 10

> # install.packages("randomForest");

> library(randomForest);

randomForest 4.7-1.1

Type rfNews() to see new features/changes/bug fixes.

다음의 패키지를 부착합니다: ‘randomForest’

The following object is masked from ‘package:ggplot2’:

margin

> rfFit = randomForest(is\_dead~., data=covid\_train, importance=TRUE, ntree=1000, mtry=2);

> print(rfFit);

Call:

randomForest(formula = is\_dead ~ ., data = covid\_train, importance = TRUE, ntree = 1000, mtry = 2)

Type of random forest: classification

Number of trees: 1000

No. of variables tried at each split: 2

OOB estimate of error rate: 30.7%

Confusion matrix:

1 2 class.error

1 12706 3472 0.2146124

2 6460 9718 0.3993077

> importance(rfFit);

1 2 MeanDecreaseAccuracy MeanDecreaseGini

sex 0.000000 0.0000000 0.00000 0.00000

patient\_type 0.000000 0.0000000 0.00000 0.00000

pneumonia 57.843627 27.8811153 46.69177 961.64769

age 37.723645 32.5475698 40.73734 824.18457

diabetes 8.501244 23.7662724 27.28457 170.82291

copd 1.907834 20.4681794 25.91702 28.08909

asthma 28.700336 -1.2267128 26.93381 13.78154

inmsupr 29.195466 2.1318838 28.97388 16.45565

hypertension 6.004084 18.8850496 24.18081 205.52341

other\_disease 26.123785 0.9169037 28.59837 17.18299

cardiovascular 6.413146 19.0260967 28.03315 26.70368

obesity 20.176996 8.2823386 18.75455 44.93269

renal\_chronic 13.200148 20.9371296 29.17336 40.91887

tobacco 27.894262 11.5112351 29.96805 15.23364

contact\_other\_covid 24.046483 14.0194243 22.71260 83.72687

> importance(rfFit, type=1);

MeanDecreaseAccuracy

sex 0.00000

patient\_type 0.00000

pneumonia 46.69177

age 40.73734

diabetes 27.28457

copd 25.91702

asthma 26.93381

inmsupr 28.97388

hypertension 24.18081

other\_disease 28.59837

cardiovascular 28.03315

obesity 18.75455

renal\_chronic 29.17336

tobacco 29.96805

contact\_other\_covid 22.71260

> varImpPlot(rfFit, type=1);

> varImpPlot(rfFit, type=2);

> prediction = predict(rfFit, newdata=covid\_test[], type="class");

> summary(prediction);

1 2

2994 2926

> confusionMatrix(prediction, covid\_test$is\_dead);

Confusion Matrix and Statistics

Reference

Prediction 1 2

1 1856 1138

2 1104 1822

Accuracy : 0.6213

95% CI : (0.6088, 0.6337)

No Information Rate : 0.5

P-Value [Acc > NIR] : <2e-16

Kappa : 0.2426

Mcnemar's Test P-Value : 0.4858

Sensitivity : 0.6270

Specificity : 0.6155

Pos Pred Value : 0.6199

Neg Pred Value : 0.6227

Prevalence : 0.5000

Detection Rate : 0.3135

Detection Prevalence : 0.5057

Balanced Accuracy : 0.6213

'Positive' Class : 1

> comparison=cbind(covid\_test,prediction);

> comparison=as.data.frame(comparison);

> print(paste("test 건수 : ",nrow(covid\_test)));

[1] "test 건수 : 5920"

> predictCorrect = comparison[comparison$is\_dead == comparison$prediction,];

> print(paste("사망여부 예측성공 건수 : ", nrow(predictCorrect)));

[1] "사망여부 예측성공 건수 : 3678"

> print(paste("사망여부 예측 정확도 : " ,nrow(predictCorrect)/nrow(covid\_test))); # 61.7%

[1] "사망여부 예측 정확도 : 0.621283783783784"

> rfFit\_dead = randomForest(day\_cnt~., data=covid\_dead\_train, importance=TRUE, ntree=1000, mtry=2);

> plot(rfFit\_dead);
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자동 생성된 설명](data:image/png;base64,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)

> print(rfFit\_dead);

Call:

randomForest(formula = day\_cnt ~ ., data = covid\_dead\_train, importance = TRUE, ntree = 1000, mtry = 2)

Type of random forest: regression

Number of trees: 1000

No. of variables tried at each split: 2

Mean of squared residuals: 55.23043

% Var explained: 0.44

> importance(rfFit\_dead);

%IncMSE IncNodePurity

sex 0.0000000 0.0000

patient\_type 0.0000000 0.0000

pneumonia -1.1447263 661.7227

age 15.0517244 4503.0030

diabetes 5.2880215 612.0243

copd 4.0808580 524.8853

asthma -0.2276794 275.2071

inmsupr 5.2664634 413.5369

hypertension 5.5101403 544.8129

other\_disease -6.3606345 556.8313

cardiovascular -2.8214459 560.2403

obesity -1.3638791 503.6451

renal\_chronic 14.9105251 729.2328

tobacco -6.1033934 303.9541

contact\_other\_covid -1.2611167 555.3433

> importance(rfFit\_dead, type=1);

%IncMSE

sex 0.0000000

patient\_type 0.0000000

pneumonia -1.1447263

age 15.0517244

diabetes 5.2880215

copd 4.0808580

asthma -0.2276794

inmsupr 5.2664634

hypertension 5.5101403

other\_disease -6.3606345

cardiovascular -2.8214459

obesity -1.3638791

renal\_chronic 14.9105251

tobacco -6.1033934

contact\_other\_covid -1.2611167

> varImpPlot(rfFit\_dead, type=1);

> varImpPlot(rfFit\_dead, type=2);

> prediction\_dead = predict(rfFit\_dead, covid\_dead\_test[], type="response");

> summary(prediction\_dead);

Min. 1st Qu. Median Mean 3rd Qu. Max.

7.989 10.347 10.906 10.773 11.298 13.049

> comparison\_dead=cbind(covid\_dead\_test,prediction\_dead);

> comparison\_dead=as.data.frame(comparison\_dead);

> comparison\_dead$prediction\_dead = round(comparison\_dead$prediction\_dead);

> print(paste("test 건수 : ", nrow(covid\_dead\_test)));

[1] "test 건수 : 420"

> # 투병일수 예측성공 기준 설정

> deadPredictCorrectCreteria = 5;

> deadPredictCorrect = comparison\_dead[abs(comparison\_dead$day\_cnt-comparison\_dead$prediction\_dead)<=deadPredictCorrectCreteria, 0];